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1.0 INTRODUCTION

This report describes the NIST Fingerprint database, NIST Special Database 4, which contains 8-bit gray scale images of randomly selected fingerprints. The database is being distributed for use in the development and testing of automated fingerprint classification systems on a common set of images. The CD-ROM
contains 4000 (2000 pairs) fingerprints stored in NIST's Illead raster data format and compressed using a modified JPEG lossless [1] compression algorithm. Each print is 512 X 512 pixels with 32 rows of white space at the bottom of the print (see Appendix A). Approximately 636 Megabytes of storage are needed when the prints are compressed where as 1.1 Gigabytes are needed when uncompressed (1.6 : 1 average compression ratio).

The fingerprints are classified into one of five categories (L = left loop, W = whirl, R = right loop, T = tented arch, and A = arch) with an equal number of prints from each class (400). Each filename contains a reference to the hand and digit number so the classes can be converted to other classification techniques (i.e. radial and ulnar). All classes are stored in the NIST lHead id field of each file, allowing for comparison with hypothesized classes.

2.0 MODIFIED JPEG LOSSLESS COMPRESSION

The compression used was developed from techniques outlined in the WG 10 "JPEG" (draft) standard for 8-bit gray scale images with modifications to the compressed data format. The NIST lHead format already contained most of the information needed in the decompression algorithm, so the JPEG compressed data format was modified to contain only the information needed when reconstructing the Huffman code tables and identifying the type of predictor used in the coding process. Codes used to compress and decompress the images are still developed per the draft standard, but only applied to 8-bit gray scale images.

The standard uses a differential coding scheme and allows for seven possible ways of predicting a pixel value. Tests showed that predictor number 4 provided the best compression on up to 99.9% of the fingerprint images; therefore, this predictor was used to compress all of the images.

3.0 DATABASE REFLECTANCE CALIBRATION

The reflectance values for the fingerprint dataset in NIST Special Database 4 was calibrated using a reflection step table [3]. A plot of the reflectance values obtained using this step table is shown in Appendix B. Also shown on the plots and below is an equation used to predict the reflectance of a given datapoint. The plot in Appendix B shows that this predicted reflectance closely follows the actual reflectance obtained using the reflection step table.

\[
\text{predicted \% reflectance} = 10 + (.32 \times \text{grayscale pixel value})
\]

4.0 FINGERPRINT FILE FORMAT

Image file formats and effective data compression and decompression are critical to the usefulness of image archives. Each fingerprint was digitized in 8-bit gray scale form at 19.6850 pixels/mm (500 pixels/inch), 2-dimensionally compressed using a modified JPEG lossless algorithm, and temporarily archived onto computer magnetic mass storage. Once all prints were digitized, the images were mastered and replicated onto ISO-9660 formatted CD-ROM discs for permanent archiving and distribution.

After digitization, certain attributes of an image are required to correctly interpret the 1-dimensional pixel data as a 2-dimensional image. Examples of such attributes are the pixel width and pixel height of the image. These attributes can be stored in a machine readable header prefixed to the raster bit stream. A program which manipulates the raster data of an image is able to first read the header and determine the proper interpretation of the data which follows it.

Numerous image formats exist, but. most image formats are proprietary. Some are widely supported on http://www.nist.gov/srd/WebGuide/SD_4/FingerprintDB_4.htm 5/1/2008
small personal computers and others on larger workstations. A header format named IHead has been
developed for use as a general purpose image interchange format. The IHead header is an open image
format which can be universally implemented across heterogeneous computer architectures and
environments. Both documentation and source code for the IHead format are publicly available and included
with this database. IHead has been designed with an extensive set of attributes in order to adequately
represent both binary and gray level images, to represent images captured from different scanners and
cameras, and to satisfy the image requirements of diversified applications including, but not limited to, image
archival/retrieval, character recognition, and fingerprint classification. Figure 1 illustrates the IHead format.

<table>
<thead>
<tr>
<th>Header Length</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>ASCII Format Image Header</strong></td>
</tr>
<tr>
<td>8-bit Gray Scale Raster Stream</td>
</tr>
<tr>
<td>11010100110100111010010110...</td>
</tr>
<tr>
<td>• Representing the digital scan across the page left to right, top to bottom</td>
</tr>
<tr>
<td>• 8 bits to a pixel</td>
</tr>
<tr>
<td>• 256 levels of gray</td>
</tr>
<tr>
<td>• 1 Pixel is packed into a single byte of memory.</td>
</tr>
</tbody>
</table>

Figure 1: An illustration of the Ihead raster file format.

Since the header is represented by the ASCII character set, IHead has been successfully ported and tested
on several systems including UNIX workstations and servers, DOS personal comput- ers, and VMS
mainframes. All attribute fields in the IHead structure are of fixed length with all multiple character fields null-
terminated, allowing the fields to be loaded into main memory in two distinct ways. The IHead attribute fields
can be parsed as individual characters and null-terminated strings, an input/output format common in the C
programming language, or the header can be read into main memory using record-oriented input/output. A
fixed-length field containing the size in bytes of the header is prefixed to the front of an IHead image file as
shown in Figure 1.

 OSError

File Name: IHead.h
Package: NIST Internal Image Header
Author: Michael D. Garris
Date: 2/08/90

******************************************************************************
/* Defines used by the ihead structure */
#define IHDR_SIZE 288 /* len of hdr record (always even bytes) */
#define SHORT_CHARS 8 /* # of ASCII chars to represent a short */
#define BUFSIZE 80 /* default buffer size */
#define DATELEN 26 /* character length of data string */
typedef struct ihead {
    char id[BUFSIZE];        /* identification/comment field */
    char created[DATELEN];   /* date created */
    char width[SHORT_CHARS]; /* pixel width of image */
    char height[SHORT_CHARS];/* pixel height of image */
    char depth[SHORT_CHARS]; /* bits per pixel */
    char density[SHORT_CHARS];/* pixels per inch */
    char compress[SHORT_CHARS];/* compression code */
    char comprlen[SHORT_CHARS];/* compressed data length */
    char align[SHORT_CHARS];    /* scanline multiple: 8|16|32 */
    char unitsize[SHORT_CHARS]; /* bit size of image memory units */
    char sigbit; /* 0->sigbit first | 1->sigbit last */
    char byte_order; /* char pix_offset[SHORT_CHARS]; */
    char whitepix[SHORT_CHARS]; /* intensity of white pixel */
    char issigned; /* 0->unsigned data | 1->signed data */
    char rm_cm; /* 0->row maj | 1->column maj */
    char tb_bt; /* 0->top2bottom | 1->bottom2top */
    char lr_rl; /* >=0->left2right | 1->right2left */
    char parent[BUFSIZE]; /* parent image file */
    char par_x[SHORT_CHARS]; /* from x pixel in parent */
    char par_y[SHORT_CHARS]; /* from y pixel in parent */
} ihead;

Figure 2: The IHead 'C' programming language structure definition.

The IHead structure definition written in the "C" programming language is listed in Figure 2. Figure 3 lists the header values from an IHead file corresponding to the structure members listed in Figure 2. This header information belongs to the database file f0001_01.pct (see Figure A.1 in Appendix A). Referencing the structure members listed in Figure 2, the first attribute field of IHead is the identification field, id. This field uniquely identifies the image file, typically by a file name. The identification field in this example not only contains the image's file name, but also the classification of the fingerprint, any references to another classification, and the sex of the individual. This convention enables an image recognition system's hypothesized classification to be automatically scored against the actual classification printed in the id field.

## IMAGE FILE HEADER

- **Identity**: f0001_01.pct WM
- **Header Size**: 288 (bytes)
- **Date Created**: MON OCT 28 17:25:45 1991
- **Width**: 512 (pixels)
- **Height**: 512 (pixels)
- **Bits per Pixel**: 8


5/1/2008
Resolution : 500 (ppi)
Compression : 6 (code)
Compress Length : 160602 (bytes)
Scan Alignment : 8 (bits)
Image Data Unit : 8 (bits)
Byte Order : High-Low
MSBit : First
Column Offset : 0 (pixels)
White Pixel : 255
Data Units : Unsigned
Scan Order : Row Major,
Top to Bottom,
Left to Right
Parent : a0591.pct
X Origin : 0 (pixels)
Y Origin : 0 (pixels)

Figure 3: The IHead values for the fingerprint data file f0001_01.pct.

Back to Contents

The attribute field, **created**, is the date on which the image was captured or digitized. The next three fields hold the image's pixel **width**, **height**, and **depth**. A binary image has a pixel depth of 1 whereas a gray scale image containing 256 possible shades of gray has a pixel depth of 8. The attribute field, **density**, contains the scan resolution of the image; in this case, 19.6850 pixels/rnm (500 pixels/inch). The next two fields deal with compression.

In the IHead format, images may be compressed with virtually any algorithm. Whether the image is compressed or not, the IHead is always uncompressed. This enables header interpretation and manipulation without the overhead of decompression. The **compress** field is an integer flag which signifies which compression technique, if any, has been applied to the raster image data which follows the header. If the compression code is zero, then the image data is not compressed, and the data dimensions: width, height, and depth, are sufficient to load the image into main memory. However, if the compression code is nonzero, then the **complen** field must be used in addition to the image's pixel dimensions. For example, the image described in Figure 3 has a compression code of 6. This signifies that modified JPEG lossless compression has been applied to the image data prior to file creation. In order to load the compressed image data into main memory, the value in **complen** is used to determine the size of the compressed block of image data.

Once the compressed image data has been loaded into memory, JPEG lossless decompression can be used to produce an image which has the pixel dimensions consistent with those stored in its header. Using JPEG lossless compression and this compression scheme on the images in this database, an average compression ratio of 1.6 to 1 was achieved.

The attribute field, **align**, stores the alignment boundary to which scan lines of pixels are padded. Pixel values of 8-bit gray scale images are stored 1 pixel (or 8 bits) to a byte, so the images will automatically align to an even byte boundary.
The next three attribute fields identify data interchanging issues among heterogeneous computer architectures and displays. The **unitsize** field specifies how many contiguous bits are bundled into a single unit by the digitizer. The **sdbit** field specifies the order in which bits of significance are stored within each unit; most significant bit first or least significant bit first. The last of these three fields is the **byte_order** field. If **unitsize** is a multiple of bytes, then this field specifies the order in which bytes occur within the unit. Given these three attributes, data incompatibilities across computer hardware and data format assumptions within application software can be identified and effectively dealt with.

The **pix_offset** attribute defines a pixel displacement from the left edge of the raster image data to where a particular image's significant image information begins. The **whitepix** attribute defines the value assigned to the color white. For example, the gray scale image described in Figure 3 is gray print on a white background and the value of the white pixel is 255. This field is particularly useful to image display routines. The **issigned** field is required to specify whether the units of an image are signed or unsigned. This attribute determines whether an image with a pixel depth of 8, should have pixel values interpreted in the range of -128 to +127, or 0 to 255. The orientation of the raster scan may also vary among different digitizers. The attribute field, **rm_cm**, specifies whether the digitizer captured the image in row-major order or column-major order. Whether the scan lines of an image were accumulated from top to bottom, or bottom to top, is specified by the field, **tb_bt**, and whether left to right, or right to left, is specified by the field, **rl_lr**.

The final attributes in IHead provide a single historical link from the current image to its **parent** image. The images used in this database were mixed and renamed from their original filenames and the 'link' to the original filename was stored in the **parent** field. The **par_x** and **par_y** fields contain the origin, upper left hand corner pixel coordinate, from where the extraction took place from the parent image. These fields provide a historical thread through successive generations of images and subimages. We believe that the IHead image format contains the minimal amount of ancillary information required to successfully manage binary and gray scale images.
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### 5.0 DATABASE CONTENT AND ORGANIZATION

*NIST Special Database 4* contains 4000 8-bit gray scale fingerprint images stored in the **data** directory (see Figure 4). The images, which use approximately 636 Megabytes of storage compressed and 1.1 Gigabytes of storage uncompressed, are distributed on an ISO-9660 formatted CD-ROM and compressed using a modified JPEG lossless compression algorithm. Included with the fingerprint data are software and documentation.

**NIST Special Database 4**

![Figure 4: Top level directory tree for NIST Special Database 4.](image)

**5.1 Database File Hierarchy**

5/1/2008
The top level of the file structure contains four directories **doc**, **src**, **man**, and **data**. The code needed to decompress and use the image data is contained in the **src** directory with man pages for the source code stored in the **man** directories. Documentation for the CD-ROM is in the **doc** directory. The **data** directory contains the fingerprint images stored in 8 subdirectories for easier access (see Figure 5). Each subdirectory contains 250 fingerprint pairs (two different rollings of the same fingerprint). Fingerprints are stored with filenames containing one letter, four digits, an underscore then two more digits, and a ".pct" extension. The first character in the filename is always an "f" or "s" distinguishing the first and second rollings of each fingerprint. The next four characters indicate the print number (i.e. 000 1 - 2000), and the final two digits represent the finger number in the same order as on a fingerprint card (see Figure 6).

![Diagram](image)

**Figure 5: AlTangement of fingerprint files for NIST Special Database 4**

|----------|-------------|--------------|------------|-------------|

**Figure 6: Layout of fingerprint card numbers.**
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5.2 Cross-Referenced Fingerprints

The cross-referencing of a fingerprint is caused by a variety of ambiguities such as a scar occurring in the fingerprint, the quality of the print rolling, or the print having ridge structures characteristic of two different classes. The cross-referenced prints could easily cause a wrong classification when used in testing an automatic classification system, but could provide a challenge in the later stages of development. *NIST Special Database 4* contains 350 fingerprint pairs (17.5%) whose classifications are cross-referenced to a second classification (see Appendix C for a listing of files with cross-references). The *id* fields of these prints contain the fingerprint classifications immediately followed by the cross-referenced class. A good example is the first file listed in Appendix C (f0008_10.pct, shown in Figure A.2 of Appendix A). The fingerprint is classified as a tented arch; however, the ridge structure is also similar to that of a left loop so a cross-reference of left loop is given in this file's *id* field (see Figure 7).

![Image File Header](image)

**Figure 7:** The IHead values for the fingerprint data file f0008_10.pct.

**6.0 SOFTWARE FOR ACCESSING DATABASE**
Included with the fingerprint images are documentation and software written in the 'C' program language. Four programs are included in the src directory: dumpihdr, ihdr2sun, sunalign, and dcpljpg. These routines are provided as an example to software developers of how IHead images can be manipulated and used. Descriptions of these programs and their subroutines are given below as well as in the included man pages located in the man directory. Copies of the manual pages are also included in Appendix D.

6.1 Compilation

CD-ROM, NIST Special Database 4, is a read only storage medium. The files in the src directory must be copied to a read-writeable partition prior to compiling. After copying these files, executable binaries can be produced by invoking the UNIX utility make to execute the included makefile. An example of this command follows.

```
# make -f makefile.mak
```

6.2 Dumpihdr <ihead file>

Dumpihdr is a program which reads an image's IHead data from the given file and formats the header data into a report which is printed to standard output. The report shown in Figure 3 was generated using this utility. The main routine for dumpihdr is found in the file dumpihdr.c and calls the external function readihdr().

Readihdr() is a function responsible for loading an image's IHead data from a file into main memory. This routine allocates, reads, and returns the header information from an open image file in an initialized IHead structure. This function is found in the file ihead.c. The IHead structure definition is listed in Figure 2 and is found in the file ihead.h.

6.3 Ihdr2sun <ihead file>

Ihdr2sun converts an image from NIST IHead format to Sun rastertile format. Ihdr2sun loads an IHead formatted image from a file into main memory and writes the raster data to a new file appending the data to a Sun rastertile header. The main routine for this program is found in the file ihdr2sun.c and calls the external function ReadheadRaster() which is found in the file raste-rio.c.

ReadheadRaster() is the procedure responsible for loading an IHead image from a file into main memory. This routine reads the image's header data returning an initialized IHead structure by calling readihdr(). In addition, the image's raster data is returned to the caller uncompressed. The images in this database have been 2-dimensionally compressed using a modified JPEG lossless compression algorithm, therefore ReadheadRaster() invokes the external procedure jpg1ldcp() which is responsible for decompressing the raster data. Upon completion, ReadheadRaster() returns an initialized IHead structure, the uncompressed raster data, the image's width and height in pixels, and pixel depth.

Jpg1ldcp() accepts image raster data compressed using the modified JPEG lossless compression algorithm and returns the uncompressed image raster data. Jpg1ldcp() was developed using techniques described in the WG10 "JPEG" (draft) standard [1] and adapted for use with this database. Source code for the algorithm is found in jpg1ldcp.c.
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Dcplijpg is a program which decompresses a fingerprint image file (approximately 4.5 seconds per image on a scientific workstation) that was compressed using the modified JPEG compression routine. The routine accepts a compressed image in NIST IHead format and writes the uncompressed image to the same filename using the NIST IHead format. The main routine is found in dcplijpg.c and calls the external functions ReadIHeadRaster() (see section 6.3 for ReadIHeadRaster description) and writeihdrfile().

Writeihdrfile() is a routine that writes an IHead image into a file. This routine opens the passed filename and writes the given IHead structure and corresponding data to the file. Writeihdrfile() is found in the src file rasterio.c.
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